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Warnings and Caution Notes as Used in this Publication

A WARNING

Warning notices are used in this publication to emphasize that hazardous voltages, currents,
temperatures, or other conditions that could cause personal injury exist in this equipment or may be
associated with its use.

In situations where inatte ntion could cause either personal injury or damage to equipment, a Warning
notice is used.

A CAUTION

Caution notices are used where equipment might be damaged if care is not taken.

Note: Notes merely call attention to information that is especially significant to understanding and
operating the equipment.

These instructions do not purport to cover all details or variations in equipment, nor to provide

for every possible contingency to be met during installation, operation, and maintenance . The
information is supplied for informational purposes only, and Emerson makes no warranty as to

the accuracy of the information included herein. Changes, modifications, and/or improvements

to equipment and specifications are made periodically and these changes may or may not be
reflected herein. It is understood that Emerson may make changes, modifications, or

improvements to the equipment referenced herein or to the document itself at any time. This
document is intended for trained personnel familiar wi th the Emerson products referenced
herein.

Emerson may have patents or pending patent applications covering subject matter in this
document. The furnishing of this document does not provide any license whatsoever to any of
these patents.

Emerson provides the following document and the information included therein as -is and
without warranty of any kind, expressed or implied, including but not limited to any implied
statutory warranty of merchantability or fithess for particular purpose.

Xiv
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Section 1 Introduction

Introduction

This manual contains general information about programming a PACSystems CPU.
It also provides detailed descriptions of specific programming requirements.

For a general introduction to the PACSystems family of products, including new
features, product over views, and specifications, see PACSystems RX3i and RSTi-EP
CPU Reference Manual, GFK-2222.

Programming Features

Program Organization
Program Data

Ladder Diagram (LD) Programming

1
1
)l
1 Function Block Diagram (FBD)
1 Service Request Function

1 PID Built-In Function Block

1  Structured Text (ST) Programming
Diagnostics

9 Diagnostics
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1.1 Revisions in this Manual

Rev | Date Description

Updates to Section 6.33.3 to resolve issue with outdated data and
recommended SVC_REQ 57 usage.

K Feb Updates to Section 4.1.3 to fix the exponent values associated with the
2023 Trig functions input value ranges.
Added Section 6.34.
Updates to Section 3.8.1 to add new %S References.
Updates to support the release of RST{EP Backplane Controllers
(CPE200Series)
Nov . . .
J 2022 Updated fault entries for Section 9.5.3, /O Fault Categories .
Updates to %S0002 definition to provide clarity on when #LST_SCN
transitions from one to zero.
Updates to Section 4.2.3 Bit Sequencer
G June Updates to Section 6.9, SVC_REQ 8: Reset Watchdog Timer
2020 Updates to Section 6.33.2, Write Frequency
Secure Remote STOP-Halt Restart Mechanism.
Feb .
F Updates to the %S reference table, Section 3.8.1.
2020
1 Following EmersonBs acquisition of
£ Nov 2019 made to apply appropriate branding and registration of the product with
\"
required certification agencies. No changes to  material, process, form, fit
or functionality.
1  CPE330/CPE400/CPL410 increased block count from 512 to 768 including
D Nov 2018

_Main
Updated for CPE302 throughout.

Updated SVC_REQ 20 for newly implemented feature that makes it

Cc Feb 2018 possible to uniquely identify remote PROFINET 10O faults recorded in the

10 Fault Table by Remote Rack, Remote Slot, Remote Sub -Slot, and Device
ID. Requires RX3i firmware version 9.40 or later.

Added Redundancy and FA_OK System Bits (%S) Section 3.8.1.

B Oct-2017

Changed the document Title and the contact information.

Updated the Titles of the GFKBs whe
PACSystems RX7i and RX3i CPU Reference Manual GFKk2222U Chapters 5 -
11 & Chapter 14 form the content of this new manual, the PACSystems

- May-2015 RX7i and RX3i CPU ProgrammeRdB& Ref e
GFK-2222V and later versions defer to GFK -2950 for CPU progra mming
content.

A May-2017

= | =4 =2 | =2

1.2 PACSystems Programming and
Configuration

Introduction 2
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PAC™ Machine Edition programming software provides a universal engineering
development environment for all programming, configuration and diagnostics of
PACSystems. A PACSystems CPU is programmed and configured using the
programming software to perform process and discrete automation for various
applications. The supported programming languages are documented in this

manual.

1.3 Migrating Series 90 Applications to
PACSystems

The PACSystems control system provides cost -effective expansion of existing
systems. Support for existing Series 90 modules, expansion racks and remote racks
protects your hardware investment. You can upgrade on your timetable without
disturbing panel wiring.

1 The RX3i supports most Se ries 90-30 modules, expansion racks, and remote
racks. For a list of supported 1/0, Communications, Motion, and Intelligent
modules, see the PACSystems RX3i System Manual, GFK -2314.

1 The RXYi supports most existing Series 90 -70 modules, expansion racks and
Genius networks. For a list of supported 1/0, Communications, and Intelligent
modules, see the PACSystems RX7i Installation Manual, GFK -2223.

1 Conversion of Series 90 -70 and Series 90-30 programs preserves existing
development effort.

9 Conversion of VersaPro and Logicmaster applications to Machine Edition allows
smooth transition to PACSystems.

1.4 PACSystems Documentation

1.4.1 PACSystems Manuals
PACSystemsRX3i and RSTiEP CPU Reference Manual GFK-2222
PACSystems RX3iand RSFTEP CPU Progr ammer Bs GFK-2950

Reference Manual

PACSystemsRX3i and RSTiEP TCP/IP Ethernet Communications
User Manual GFK-2224

PACSystems TCP/IP Ethernet Communications Station Manager User
Manual GFK-2225

C ProgrammerBs Tool kit for PACSystems GFK-2259
PACSystems Memory Xchange Modul es User BGFWW2800U a l

PACSystems Hot Standby CPU Redundancy User Manual GFK-2308

Introduction 3
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1.4.2

1.4.3

1.4.4

1.4.5

Introduction

PACSystems Battery and Energy Pack Manual

PAC Machine Edition Logic Developer Getting Started
Proficy Process Systems Getting Started Guide
PACSystems RXi, RX3i, RX7i and RSTEP Controller Secure
Deployment Guide

PACSystems RX3i & RSTEP PROFINET I/O Controller Manual

RST+EP Manuals

PACSystems RX3i & RSTEP FROFINET 1/O Controller Manual
PACSy st e m&REPREELOO Standalone CPU Quick Start Guide
PACSy st e m&R EPREPELL5 Standalone CPU Quick Start Guide

PACSy st e m&RCoRrSlI&rs Performance Evaluation Manual

RX3i Manuals

PACSystems RX3i System Manual
DSM324i Motion Controller for PACSystems RX3i and Series 90 -30

User Bs Manual

Section 1

Feb 2023
GFK-2741
GFK-1918
GFK-2487

GFK-2830

GFK-2571

GFK-2571
GFK-3012
GFK-3039

GFK-3086

GFK-2314

GFK-2347

PACSystems RX3i PROFIBUS Modul es User Bs GMa2680d a |

PACSystems RX3i MaxOn Hot Standby Redundancy User Bs Man GRK2409

PACSystems RX3i Ethernet Network Interf &GEk2439nit User Bs

PACMotion Multi -Ax i s Motion Controller UserBs
PACSystems RX3i PROFINET Scanner Manual

PACSystems RX3i CEFPROFINET Scanner User Manual

M &RKW2448

GFK-2737

GFK-2883

Ma 1

PACSystems RX3i Serial Communications M@G#KK2HEOs User Bs Manu:

PACSystems RX3i Genius Communications Gateway User Manual

PACSystems RX3i DNP3 Outstation Modul e
Manual

PACSystems RX3i Il EC 104 Server Modul e |

RX7i Manuals

PACSystems RX7i Installation Manual
PACSystems RX7i User's Guide to Integration of VME Modules

Series90-70 Geni us Bus Conmuatol | er User Bs Ma

Series 90 Manuals

GFK-2892

| C695EDS001 User Bs

GRK-2911

G6EHk2948 1 S001User Bs

GFK-2223

GFK-2235

GFK-2017

Series90-30 Genius Bus Controller User Bs ManG@GF&1034

M
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Distributed 1/O Systems Manuals

Genius |/ O System UserBs Manual GEK-90486-1

Genius |/ O Analog and Discrete Bl ocks USGEK-3436-Manual

In addition to these manuals, datasheets and product update documents describe
individual modules and product revisions. The most recent PACSystems

documentation is available on the Emerson support website
https://www.emerson.com/Industrial  -Automation -Controls/support .
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Section 2 Program Organization

This chapter provides information about the operation of application programs in
a PACSystems CPU.

91 Structure of a PACSystems Application Program
1 Controlling Program Execution

91 Inter rupt -Driven Blocks

2.1 Structure of a PACSystems Application
Program

A PACSystems application consists of one block -structured application program.
The application program contains all the logic needed to control the operations of
the CPU and the modules in the system. Application programs are created using
the programming software and transferred to the CPU. Programs are stored in the

C P U B s -votatilenmemory.

During the CPU Sweep, the CPU reads input data from the m  odules in the system
and stores the data in its configured input memory locations. The CPU then
executes the entire application program once, using this fresh input data. Executing

the application program creates new output data that is placed in the confi gured
output memory locations.

After the application program completes its execution, the CPU writes the output
data to modules in the system. This completes the CPU Sweep.

A block-structured program always includes a _MAIN block. Program execution
begins with the _MAIN block. Counting the _MAIN block, the CPE330, CPE400 and
CPL410 support up to 768 blocks with firmware release 9.70 or later. All other CPU
models support up to 512 blocks. Note that PAC Machine Edition 9.50 SIM 13 or
later is also require d for supporting a block count of up to 768.

2.1.1 Blocks

A block is a named section of executable logic that can be downloaded to and run
on the target controller. The logic in a block can include functions, function blocks
and calls to other blocks.

Program Organization 6
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2.1.2 Function s and Function Blocks

A function is a type of instruction that has no internal storage (instance data).
Therefore, it produces the same result for the same set of input values every time
it executes.

A function block defines data as a set of inputs and out  put parameters that can be
used as software connections to other blocks and internal variables. It has an
algorithm that runs every time the function block is executed. Because a function
block has instance data, that is it can store values, it has a defin  ed state.

The following table describes the types of instructions that make up the
PACSystems instruction set.

Instruction Type Instance Data Examples

Functions None BIT_SEQ, ADD, RANGE
Built -in function blocks WORD array. TMR, PID_IND, PID_ISA
Standard function blocks Structure variable. Referto Instance TP, TOF, TON

Data Structures

Note : A user defined function block (UDFB) is a block of logic that can be
called in your program logic to create multiple instances of the block, allowing you
to create a block of logic once and reuse it as if it was a standard function block

instruction. For additional information, refer to

Types ofBlocks and UserDefined Function Blocks (UDFBs)

2.1.3 How Blocks Are Called

A block executes when called from the program logic in the _MAIN block or another
block. In this example, LD_BLK1 is always called. Conditional logic can be used to
control calling a block. For LD_BLK2 to be called, input %I00500 and output
%Q00100 must be ON. For details on using the Call function, refer to Section 4 (LD
programming), Section 5 (FBD programming) or Section 8 (ST programming).

Figure 1
LD_ELK1
" LD_ELK2
100500 Q00100

1| 1|
1t i | CALL)

Program Organization 7
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2.1.4 Nested Calls

The CPU allows nested block calls as long as there is enough execution stack space

to support the call. If there is not enough stack space to support a given block call,

an Application Stack Overflow fault is logged. In these circumstances, the CPU

the bl s eRABSEal | of
and resumes execution at the point after the block call instruction.

cannotexecut e ock. Il nstead, it

Note:  To halt the CPU when there is not enough stack space to execute a block, there are two
choices. Thebest method is to add logic to detect the occurrence of any User Application
Fault by testing the diagnostic bit %SA38, and then call SVC_REQ 13 to halt the CPU. An
alternative method is to add logic that tests for a negative OK value coming out of the

block and then call SVC_REQ 13 to halt the CPU.

2.15

Program Organization

A call depth of eight levels or more can be expected, except in rare cases where

several of the called blocks have very large numbers of parameters. The actual call

depth achieved depends on several factors, including the amount of data (non

Boolean) flow used in the blocks, the functions called by the blocks, and the number

and types of parameters defined for the blocks. If blocks use less than the

maximum amount of stack resources, more than eight nested calls may be

possible. The call level nesting count s the _MAIN block as level °1.

Types of Blocks

PACSystems supports four types of blocks.

Programming : _
Block Type Local Data Size Limit Parameters
Languages
LD .
. 0 inputs
Block Has its own local data FBD 128 KB
1 output
ST
. . LD )
Parameterized Inherits local data 63 inputs
FBD 128 KB
Block from caller 64 outputs
ST
) 63 inputs
User Defined LD
64 outputs
Function Block Has its own local data FBD 128 KB
(UDFB) ST Unlimited internal
member variables
Inherits local data user memory size |63 inputs
External Block C o
from caller limit (10 MB) 64 outputs

All PACSystems block types automatically provide an OK output parameter. The

name used to reference the OK parameter within a block is YO. Logic within the

block can read and write the YO parameter. When a block is called, its YO parameter

is automatically initialized to TRUE. This will result in a positive power flow out of
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the block call instruction when the block completes execution, unless YO is set to
FALSE within the logic of the block.

For all block types, the maximum number of input parameters is on e less than the
maximum number of output parameters. This is because the EN input to the block

call is not considered to be an input parameter to the block. It is used in LD
language to determine whether or not to call the block but is not passed into the
block if the block is called.

Program Blocks

Any block can be a program block. The _MAIN block is automatically declared when
you create a block -structured program. When you declare any other block, you
must assign it a unique block name. A block is automa tically configured with no
input parameters and one output parameter (OK).

When a block -structured program is executed, the _MAIN block is automatically
executed. Other blocks execute when called from the program logic in the _MAIN
block, another block, or itself. In the following example, if %M00001 is ON, the block
named ProcessEGD will be executed:

Figure 2 Conditional Block Call

‘ EgdAvailable CALL
1 1 ProcessEGD

L
+ M 00001

Program Blocks and Local Data

Program blocks support the use of %P global data. In addition, each b lock, except
_MAIN, has its own %L local data. Blocks do not inherit %L local data from their
callers.

Using Parameters with a Program Block

Every block is automatically defined to have o
parameter, named YO0. YO is a BO OL parameter of LENGTH 1, passed by initial -value

result. It indicates successful execution of the block. It can be read and written to

by the logic within the block.

Program Organization 9
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Parameterized Blocks

Any block except _MAIN can be a parameterized block. When you declare a
parameterized block, you must assign it a unique block name. A parameterized
block can be configured with up to 63 input and 64 output parameters.

A parameterized block executes when called from the program logic in the _MAIN
block, another block , or itself. In the following example, if %I00001 is set, the
parameterized block named LOAD_41 will be executed.

Figure 3 Block Call with Parameters

100001 CALLLOAD 41 Qoooo1
h—y
100100 —ABC Y1 T00001
100200 —| X2 Ya— RO0200

Parameterized Blocks and Local Data

Parameterized blocks support the use of %P global data. Parameterized blocks do
not have their own %L data, but instead inherit the %L data of their calling blocks.
Parameterized blocks also inherit the FST_EXE system reference and time -stamp
data that is used to update timer functions from thei r calling blocks. If %L
references are used within a parameterized block and the block is called by _MAIN,
%L references will be inherited from the %P references wherever encountered in

the parameterized block (for example, %L0005 = %P0005).

Note: It is possible, by using Online Editing in the programming software to cause a
parameterized block to use %L higher than allowed because of the way it inherits data.
Using a word-for-word change to restore this reference to a valid address does not correct
the block because the variable still exists in the variable list. Deleting the variable from the
variable list does not cause an update to the CPU, so the parameterized block still sees the
reference out of range fault. To correct this condition, you must remove the unused
variables from the variable list after deleting them from the logic.

Using Parameters with a Parameterized Block

A parameterized block may be defined to have between 0 and 63 formal input

parameters, and between 1 and 64 formal output parameters . A 2Ppbwer out B
(or OK) parameter, named YO, is automatically defined for every parameterized

block. It is a BOOL parameter of LENGTH 1 and indicates the successful execution

of the parameterized block. It can be read and written to by the parameteriz ed

bl ockBs | ogic.

Program Organization 10
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The following table lists the TYPEs, LENGTHSs, and parameter -passing mechanisms

allowed for parameterized block parameters (For definitions of the parameter
passing types, refer to Parameter Passing Mechanisms .).

Type Length Default Parameter Passing Mechanism
INPUTS: by reference
BOOL 1to 256
OUTPUTS: by value result; except YO, which is by initial -value result
INPUTS: by reference
BYTE 1to 1024
OUTPUTS: by reference
INT, UINT, and INPUTS: by reference
1to 512
WORD OUTPUTS: by reference
DINT, REAL, and INPUTS: by reference
1to 256
DWORD OUTPUTS: by reference
INPUTS: by reference
LREAL 1to 128
OUTPUTS: byreference
INPUTS: by reference
function block * 1
OUTPUTS: not allowed
INPUTS: by reference
UDFB! 1
OUTPUTS: not allowed
User Defined INPUTS: by reference
1to 1024
Type (UDT) OUTPUTS: not allowed

The PACSystems default parameter passing mechanisms correspond to the way

that parameterized subroutine block (PSB) parameters are passed on 90 -70

controllers. The parameter passing mechanisms of formal parameters cannot be
changed from their default value s.

Arguments, or actual parameters, are passed into a parameterized block whenever
a parameterized block call is executed. In general, arguments to formal parameters
may come from any memory type, may be data flow, and may be constants (when
the formalpar amet er Bs LENGTH is 1). The f ol
arguments relative to this general rule:

1 %S memory addresses cannot be used as arguments to any output parameter.

This is because user logic is not allowed to write to %S memory.

1 Indirect references used as arguments are resolved immediately before the

parameterized block is called, and the corresponding direct reference is passed
into the block. For example, where %R1 contains the value 10 and @R1 is used

as an argument to a call, imm ediately before calling the block, @R1 is resolved

t A maximum of 16 input parameters can be of type function block or UDFB.

Program Organization
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to be %R10, and %R10 is passed in as the argument to the block. During
execution of the block, the argument remains as %R10, regardless of whether
the value in %R1 changes.

In general, formal parameters wi  thin a parameterized block may be used with any
instruction or with any block call, if their TYPE and LENGTH are compatible with
what the instruction, function, or block call requires. The following list contains the

restrictions on formal parameters relat  ive to this general rule:

1 Formal parameters cannot be used on legacy transitional contacts or coils, or on
FAULT, NOFLT, HIALM, or LOALM contacts. However, formal parameters can be
used on IEC transitional contacts and coils.

1 Formal BOOL input parameters ¢ annot be used on coils or as output arguments
to a function or to a block call.

1 Formal parameters cannot be used with the DO /O function.

1 Formal parameters cannot be used with indirect referencing.

User -Defined Function Blocks (UDFBSs)

Users can define their own blocks, which have parameters and instance data,
instead of being limited to the standard and built -in function blocks provided in the
PACSystems instruction set. In many cases, the use of this feature results in a
reduction in total progr am size.

Once defined, multiple instances of a UDFB can be created by calling it within the

program | ogi c. Each instance has its own uni
instance data, which consists of the function |
all of its input and output parameters except those that are passed by reference.

When a UDFB is <called on a given instance, t |
instanceBs copy of the instance dat a. The val u
one execution of the UDFB to the next.

Note: A member variable is not passed into or out of a UDFB as a parameter. A member variable
is used only within the logic of that function block.

A UDFB cannot be triggered by an interrupt.

UDFB logic is created using FBD, LD or ST. UDFB logic can make calls to all the other
types of PACSystems blocks (blocks, parameterized blocks, external blocks and

other UDFBs). Blocks, parameterized blocks, and other UDFBs can make calls to

UDFBs.

Unless otherwise stated, the PACSystems implemen tation of UDFBs meets the IEC
61131-3 requirements for user defined function blocks.

Program Organization 12
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Defining a UDFB

To create a UDFB in the programming software, create an LD, FBD or ST block in
the Program Blocks folder. In the Properties for the block, select Functio n Block.

To define instance data for a UDFB, sel ect
Input and output parameters are defined in the same way as for parameterized

blocks. In the following example, three internal member variables are defined:

temp, spee d, and modelno.

Figure 4 Defining Member Variables for a User -Defined Function Block
aramecers |
Inputs | Outputs Members |
Name Type | Length| Public |Ret| InitVal Description
temp BOOL 1 v (Vi1 over temperature
speed DWORD 1 v v motor speed
modelno DWORD 1 v model number

oK I Cancel >> Help

Creating UDFB Instances

You create an instance of a UDFB by calling it in your logic and assigning an instance
name in the function properties.

Figure 5 Creating a User -Defined Function Block

MOTORS

?292?

—IN1 OUT1—

In the following LD example, the first rung creates two inst ances of the UDFB,
Motors. The instance variables associated with the  Motors instances are motorl
and motor2. The second rung uses the two instances of the internal variable temp
in logic.

13
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Figure 6 Use of User -Defined Function Block in Ladder Logic

MOTORS MOTORS
maclerd rretars
—{IN1 ouTi— —IN1 ouTi—
molardterp P motors_hot
] L ] L ﬁ
LI LI} U |

Instance Data Structures

A variable with the format function_block_name.instance_name is automatically
created for each instance of a UDFB. The instance data makes up a single composite
variable that is of a structure type. The example to the right shows the variable
structures associated with two instances of the UDFB named Motors. Each instance
variable has elements corresponding to parameters In1, Outl ,and YO, and internal

variables model no, speed , and temp .

Instances are created as symbolic variables, never as mapped variables. This
ensures that instance data is only referenced by the instance name and not by a
memory address, which means that no aliases can be created for the UDFB data
elements. The indirect reference operator cannot be used on an instance variable

because indirect references are not permitted on symbolic variables.

Figure 7: Display of Instance Data Structures

o GS R¥7i.Motors.motorl

(_;IE{J Ini

G_E.P modelno
% Outl
GEF vom
JU ‘emp
S, o
= GS RX7i.Motors.motor2
GEF In1
G_E.P modelno
GEF) Out1
G_EP speed
(_;H:' temp
GEF
Tu Yo

speed
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s own %L memory.

By default, internal variables of a UDFB have local scope, making them visible only

to the logic inside the UDFB. They cannot be read or written by any external logic

or by the hardware configuration. An internal variable can be made visib

le outside

the UDFB by changing its scope to global. Logic outside the UDFB can read but

cannot write to internal variables whose scope is global.

Note :

requirements.

If you give internal variables global scope, your application will not conform to IEC

Using Parameters with UDFBs

UDFBs support up to 63 inputs and up to 64 outputs.

Each UDFB has a predefined Boolean output parameter, YO, which the CPU sets to

true upon each invocation of the block. YO can be controlled by logic within the

block and provides the output status of the block.

The following table lists the TYPEs, LENGTHSs, and parameter -passing mechanisms

allowed for UDFB parameters. For additional information

refer to Parameter Passing Mechanisms .

on parameter passing,

Type Length Parameter Passing Retentiveness of
Mechanism Instance Data for
Parameters
BOOL 1to 256 INPUTS: by reference, constant |Not Applicable if passed by
reference, value, or value result. |reference, since not stored in
(Default: value) instance data.
Can be retentive (default) or
non -retentive for value or value
result.
OUTPUTS: by result; except YO, | Retentive (default) or
which is by initial -value result Non -retentive
BYTE 1to 1024 INPUTS: by reference, constant |Retentive for value or value
reference, value, or value result. |result.
(Default: value) Not applicable for reference
OUTPUTS: by result
INT, UINT, and 1to 512 INPUTS: by reference, constant |Retentive for value or value
WORD reference, value, or value result. |result.
(Default: value) Not applicable for reference
OUTPUTS: by result

Program Organization
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Type Length Parameter Passing Retentiveness of

Mechanism Instance Data for
Parameters

DINT, REAL, and |1 to 256 INPUTS: by reference, constant |Retentive for value or value

DWORD reference, value, or value result. |result.
(Default: value) Not applicable for reference
OUTPUTS: by result

LREAL 1to 128 INPUTS: by reference, constant |Retentive for value or value
reference, value, or value result. |result.
(Default: value) Not applicable for reference
OUTPUTS: by result

Function block 1 INPUTS: by reference, constant |Not applicable since passed by

(standard or reference, (Default: reference) reference

PACMotion) OUTPUTS: by result

UDFB? 1 INPUTS: by reference, constant |Not applicable since passed by
reference, friend reference
OUTPUTS: not allowed

ubDT 1to 1024 INPUTS: by reference, constant |Not applicable since passed by
reference reference
OUTPUTS: not allowed

If an input parameter is passed by reference or by value result, it requires an
argument. All other parameters of a UDFB are optional. That is, they do not have to

be given arguments on each instance of the UDFB. If no argument is given for an

optional parameter, the variable element associated with the parameter retains the
value it previously had.

UDFB outputs cannot be passed as arguments to input parameters that are passed
by reference or passed by value result. This restriction prevents modification of a
UDFB outp ut.

Using Internal Member Variables with UDFBs

A UDFB can have any number of internal member variables.  The values of internal
variables are not passed via the input and output parameters. An internal variable
cannot have the same name as a parameter of th e UDFB it is defined in.

An internal variable can be:

1 Any basic type supported by PACSystems (BOOL, INT, UINT, DINT, REAL, LREAL,
BYTE, WORD, and DWORD).

2 A maximum of 16 input parameters can be of type UDFB.

Program Organization
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1 A UDFB type. Such member variables are known as nested instances. For
example, the function block Motor can have an internal variable of type Valve
where Valveis a UDFB type. Note that defining a member variable as a UDFB
type does not create an instance.

A nested instance cannot be of the same type as the UDFB being defined
because this would set up an infinitely recursive definition. Nor can any level of

a nested instance be of the same type as the parent UDFB being defined. For
example, the UDFB Motor cannot have an internal variable of type  Valve, if the
Valve UDFB contains an internal variable of type  Motor.

1 A UDT: a structured, user -defined data type consisting of elements of other
selected data types.

1 A one-dimensional array.

Internal variables of TYP E BOOL can be retentive (default) or non -retentive. All other
TYPESs must be retentive.

Member variables corresponding to a UDFBBs inp
written outside of the UDFB (This is more restrictive than the IEC 61131 -3

requirements for user defined function blocks.) . Member variables corresponding

to the UDFBBs output parameters can be read bu

Internal member variables that have basic types may be given initial values. The

same initial values applytoall i nst ances of a UDFB. | f an initi
internal member variable is set to zero when the application transitions to RUN

mode for the first time.

An internal member variable that is a nested instance has initial values as specified
by its UDFB type definition.

Initial values are not stored during a RUN mode store. They will not take effect until
a STOP Mode Store is performed.

UDFB Logic

An instance of a BOOL parameter or internal variable can be forced ON or OFF, or
used with transition -detecting instructions. The exception to this is that BOOL input
parameters passed by reference cannot be forced or used with the Series 90 -70
legacy transition -detecting instructions (POSCOIL, NEGCOIL, POSCON and
NEGCON) because their value s are not stored in instance data.

All input parameters to a UDFB, and their corresponding instance data elements,
can be read by the logic of that particular UDFB.

Input parameters that are passed by reference or passed by value result to a UDFB
canbewri tten to by their UDFBBs | ogic.canhohput par
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be written to by their UDFB logic. Note that the restriction on writing to input
parameters passed by value does not apply to other types of blocks.

All UDFB output parameters can be b oth read and written to by their logic.

UDFB Operation with Other Blocks

A UDFB instance that is of global scope can be
any other blockBs 1 ogic.

A UDFB instance that is passed (by reference) as an argument to a UDFB can b e
invoked by the UDFBBs |l ogic.

A UDFB instance that is passed (by reference) as an argument to a parameterized
bl ock can be invoked by the parameterized bl oc

The output parameters, and their corresponding instance data elements, of a UDFB

instan ce that is passed as an argument can be read but not modified by the

receiving blockBs Il ogic. The input parameters
an argument cannot be read or modified by the |
variables of a UDFB instance that are passed as argument s cannot be modified by

the receiving blockBs |l ogic. They can be read
scope is local.

External Blocks

External blocks are developed using external development tools as well as t he C
Programmer Bs Tool kit for PACSyst ems. Refer t o
PACSystems, GFKk2259 for detailed information regarding external blocks.

Any block except _MAIN can be an external block. When you declare an external
block, you must assign it a unique block name. It can be configured with up to 63
input parameters and 64 output parameters.

An external block executes when called from the program logic in the _MAIN block
or from the logic in another block, parameterized block, or UDFB. Externa | blocks
themselves cannot call any other block. In the following example, if %100001 is set,

the external block named EXT_11 is executed.
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Figure 8: Calling an External Block in Ladder Logic

10000 CALLEXT 11 Qo000
11 £y
i | oy
100100 —X1 Y1— T00001
100200 —X2 Y2~ R00200

Note: Unlike other block types, external blocks cannot call other blocks.

External Blocks and Local Data

External blocks support the use of %P global data. External blocks do not have their
own %L data, but instead inherit the %L data of their calling blocks. They also inherit
the FST_EXE system reference and the time -stamp data that is used to update timer
function blocks from their calling blocks. If %L references are used within an
external block and the block is called by _MAIN, %L references will be inherited from
the %P references wherever encountered in the external block (for example,
%L0005 = %P0005).

Initialization of C Variables

When an external block is stored to the CPU, a copy of the initial values for its global

and static variables is saved. However, if st atic variables are declared without an

initial value, the initial value is undefined and must be initialized by the C application

(Refer to Global Variable Initialization and
Toolkit for PACSystems, GFK-2259). The saved initial values are used to re -initialize

the blockBs gl obal and static variables whene
Mode to RUN Mode.

Using Parameters with an External Block

An external block may be defined to have between zero and 63 formal input

par ameters and between one and 64 f offlmaw owttBut
(or OK) parameter, named YO, is automatically defined for every external block. YO

is a BOOL parameter of LENGTH 1 and indicates the successful execution of the

block. tcanberead and written to by the external bl oc¢
The following table gives the TYPEs, LENGTHSs, and parameter -passing mechanisms

allowed for external block parameters.
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Type Length Default Parameter Passing Mechanism

BOOL 1to 256 INPUTS: by reference

OUTPUTS: by reference; except YO, which is by initial -value result

BYTE 1to 1024 INPUTS: by reference

OUTPUTS: by reference

INT, UINT, and 1to 512 INPUTS: by reference
WORD OUTPUTS: by reference
DINT, REAL, and | 1to 256 INPUTS: by reference
DWORD

OUTPUTS: by reference

LREAL 1to 128 INPUTS: by reference

OUTPUTS: by reference

uDT® 1to0128 INPUTS: by reference

OUTPUTS: not allowed

The PACSystems default parameter passing mechanisms correspond to the way
that external block parameters are passed on 90 -70 controllers. The parameter
passing mechanisms of formal parameters cannot be changed from their default
values.

You must define a name for each formal input and output parameter.

Arguments, or actual parameter s, are passed into an external block whenever an
external block call is executed.

Arguments may be any valid reference address including an indirect reference, may
be flow, or may be a constant if the correspon

2.1.6 Local Data

Each block or UDFB in a block -structured program has an associated local data
bl ock. _MAI NBs data block memory is referenc:
memories are referenced by %L.

The size of the data block is dependent on the highest reference in its bloc k for %L
and in all blocks for %P.

3 To use a UDT, you must include the UDT def inition as a C structure in the external block. For details, refer to Using a UDT as
a C block input parameter data type in the online help.
Program Organization 20
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Figure 9: Relationship of %L & %P to Program Blocks

data — data
%P %L
—
-MAIN Block
block — 2
Data
%L
™ Block | |
3
Data
%L
= Block
4 —

All blocks within the program can use data associated with the _MAIN block (%P).
Blocks and UDFBs can use their own %L data as well as the % P data that is available
to all blocks. The _MAIN block cannot use %L.

External blocks and parameterized blocks can use the Local Data (%L) of their
calling block as well as the %P data of the _MAIN block. If a parameterized block or
external block is call ed by MAIN, all %L references in the parameterized block or
external block will be references to corresponding %P references (for example,
%L0005 = %P0005). In addition to inheriting the Local Data of their calling blocks,
parameterized blocks and external  blocks inherit the FST_EXE status of their calling
blocks.

Figure 10: Local Data (%L) Usage by Program Blocks

data
%P

Inherits as %L PSB 1
_MAIN

or
Block e EB1

I data
%L
Inherits as %L PSB 2

BLOGK B2

Parameter Passing Mechanisms

All blocks (except _MAIN) have at least one parameter and thus are affected by
parameter passing mechanisms. A parameter passing mechanism describes the
way that data is passed from an argument in a calling block to a parameter in the
called block, and from the parameter in the called block back to the argument in
the calling block.
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PACSystems supports the following parameter -passing mechanisms: pass by

reference, pass by constant reference, pass by value, pass by value result, pass by

result and pass by initial -value result. An additional type, pass by friend, is available
when the input Data Type is a UDFB. A parameter is defined by its TYPE, LENGTH,
and parameter passing mechanism.

il

When a parameter is passed by reference , the address of its argument is passed
into the function block instance or parameterized block. All logic within the
called block that reads or writes to the parameter directly reads or writes to the
actual argument.

When a parameter is passed by constantreference ,the CPU passes areference
address pointer, symbolic variable pointer, or I/O variable pointer into the
functio n block instance or parameterized block. The instance or block can only
read the reference address or variable.

When a parameter is passed by friend (UDFB inputs only), the CPU passes a
UDFB instance variable pointer into the function block instance or
parameterized block. The instance or block can write to any output or member,
whether public or private, of the UDFB instance variable passed as a friend.

22



CPU Progr ammereBlanudRef er enc Section 2
GFK-2950K Feb 2023

Tip

In the logic of a UDFB, when you want to pass the UDFB as a friend, assign the pseudo -
variable #This to the input that expects an instance variable of that UDFB type. In the
following example, the In2 input of the LDPSB parameterized block expects a UDFB instance

variable friend of the ABC data type. Inside the logic of ABC, assign # This to In2 in the call to
LDPSB.

Figure 11: Parameter Passing Example

ErrOn
Fan
S

m

#This —{In2

LDPSB Parameters

Inputs | Outputs | Members I

Name Data Type | Length | Pass By | Retentive | Intial Value | Description

» sumnt|BooL w1 vae ||

& 2 ABC ~|1 Fiend |

- | -

1 When a parameter is passed by value (UDFB inputs only), the value of its
argument is copied into a local stack memory associated with the called block.
All logic within the called block that reads or writes to the parameter is reading
or writing to this stack memory. Thus, no changes are ever made to the actua I
argument.

1 When a parameter is passed by value result (UDFB inputs only) , the value of
its argument is copied into a local stack memory associated with the called block,
and the address of its argument is saved. All logic within the called block that
reads or writes to the parameter is reading or writing to this stack memory.
When the called block completes its execution, the value in the stack memory is
copied back to the actual argumentBs address.
actual argument while th e called block is executing, but when it completes
execution, the actual argument is updated.

Program Organization 23



CPU Progr ammereBlanudRef er enc Section 2
GFK-2950K Feb 2023

2.1.8 Languages
Ladder Diagram (LD)

Logic written in Ladder Diagram language consists of a sequence of rungs that
execute from top to bottom. The logic executionist  hought of as power flow, which
proceeds down along the left rail of the ladder, and from left to right along each

rung in sequence.

Figure 12: Explanation of Ladder Diagram Rung

Power . h . Coil
Rail Relay Power flow into function Power flow out of function

\ \ /MIJI.INT / \
100001 aoooot
I = . - . . . . . - { )_|

ROO123 1IN1 O RODI24

000002 —IN2 \

Multiplication function

The flow of logical power through each rung is cont rolled by a set of simple
program instructions that work like mechanical relays and output coils. Whether or

not a relay passes logical power flow along the rung depends on the content of a
memory location with which the relay has been associated in the pr ogram. For
instance, a relay might pass positive power flow if its associated memory location
contains the value 1. The same relay passes negative power flow if the memory
location contains the value 0.

Usually an instruction that receives negative power f low does not execute and
propagates the negative power flow on to the next instruction in the rung.
However, some instructions such as timers and counters execute even when they
receive negative power flow and may even pass positive power flow out. Once a
rung completes execution, with either positive or negative power flow, power flows
down along the left rail to the next rung.

Within a rung, there are many complex functions that are part of the standard
function library and can be used for operations like moving data stored in memory,
performing math operations, and controlling communications between the CPU

and other devices in the system. Some program functions, such as the Jump
function and Master Control Relay, can be used to control the execution of t he
program itself. Together, this large group of Ladder Diagram instructions and
standard library functions makes up the instruction set of the CPU.
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Function Block Diagram (FBD) is an IEC 61131 -3 graphical programming language

that represents the behavior of functions, function blocks and programs as a set of

interconnected graphical blocks.

FBD depicts a system in terms of the flow of signals between processing elements,

in a manner very similar to signal flows depicted in electron

ic circuit diagrams.

Instructions are shown with inputs entering from the left and outputs exiting on

the right. A function block type name is always shown within the element and the

name of the function block instance is shown above the element.

Figure 13: lllustration of Function Block Diagram
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The order of execution of instructions in an FBD is determined by the following:

a. The display position of the instruction in the FBD editor

b. Whether the inputs to the FBD

instruction are resolved.

To determine the order of execution of FBD instructions in the FBD editor, the FBD

compiler performs the following steps:

1. The FBD compiler scans the instructions in the FBD editor, beginning from

left to right, and top to  bottom. When an instruction is encountered, the

compiler attempts to resolve the instruction, that is, the inputs are known.

If the inputs are known, the instruction is solved, and scanning continues

for the next instruction.

2. If the current instruction can
known, then the compiler scans for the previous instruction, using the

not be resolved, that is, the inputs are not

wire connecting the output of the previous instruction to the input of the

current instruction.
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3. If the previous instruction can be resolved, the compiler calculates the
output. The output of the previous instruction then becomes the input to
the current instruction, the current instruction is resolved, and scanning

continues for the next instruction.

4. If the previous instruction cannot be resol  ved, that is, the inputs are not
known, then step 2 is repeated until an instruction is encountered, which
can be resolved.

Structured Text

The Structured Text (ST) programming language is an IEC 1131 -3 textual
programming language. A structured text progr am consists of a series of
statements, which are constructed from expressions and language keywords. A
statement directs the PLC to perform a specified action. Statements provide
variable assignments, conditional evaluations, iteration, and the ability to call other
blocks. For details on ST statements, parameters, keywords, and operators
supported by PACSystems, refer to  Structured Text (ST) Programming in Section 8.

Blocks, parameterized blocks, and UDFBs can be programmed in ST. The _MAIN
program block can also be programmed in ST.

A block progr ammed in ST can call blocks, parameterized blocks, and UDFBs.

2.2 Controlling Program Execution

There are many ways in which program execution can be controlled to meet the

syst emBs timing requi rements. The PACSyst ems
several power ful control functions that can be included in an application program

to limit or change the way the CPU executes the program and scans 1/O. For details

on using these functions, referto  Section 4.

The following is a partial list of the commonly used methods:

1 The Jump (JUMPN) function can be used to cause program execution to move
either forward or backward in the logic. When a JUMPN function is activ e, the
coils in the part of the program that is skipped are left in their previous states
(not executed with negative power flow, as they are with a Master Control Relay).

Jumps cannot span blocks.

1 The nested Master Control Relay (MCRN) function can be use d to execute a
portion of the program logic with negative power flow. Logic is executed in a
forward direction and coils in that part of the program are executed with
negative power flow. Master Control Relay functions can be nested to 255 levels

deep.
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1 The Suspend I/O function can be used to stop both the input scan and output
scan for one sweep. I/O can be updated, as necessary, during the logic execution
using DO 1/O instructions.

1 The Service Request function can be used to suspend or change the time al  lotted
to the window portions of the sweep.

1 Program logic can be structured so that blocks are called  frequently , depending
on their importance and on timing constraints. The CALL function can be used
to cause program execution to go to a specific block. C  onditional logic placed
before the Call function controls the circumstances under which the CPU
executes the block logic. After the block execution is finished, program
execution resumes at the point in the logic directly after the CALL instruction.

2.3 Inter rupt -Driven Blocks
Three types of interrupts can be used to start

I Timed Interrupts are generated by the CPU based on a user -specified time
interval with an initial delay (if specified) applied on STOP Mode to RUN Mode
transition of the CPU.

1 1/O Interrupts are generated by 1/O modules to indicate discrete input state
changes (rising/falling edge), analog range limits (low/high alarms), and high -
speed signal counting events.

1 Module Interrupts are generated by VME modules. A single interr upt is
supported per module.

A CAUTION

Interrupt -driven block execution can interrupt the execution of non -interrupt -driven logic.
Unexpected results may occur if the interrupting logic and interrupted logic access the same
data. If necessary, Service Request #17 or Service Request #32 can be used to temporarily
mask I/O and Timed Interrupt -driven logic from executing when shared data is being
accessed.

2.3.1 Interrupt Handling

An 1/O, Module, or Timed interrupt can be associated with any block except _MAIN,
as long as the block has no parameters other than an OK output. After an interrupt
has been associated with a block, that block executes each time the interrupt
trigger occur s. A given block can have multiple timed, 1/0, and module interrupt
triggers associated with it. It is executed each time any one of its associated
interrupts triggers. For details on how interrupt blocks are prioritized, refer to

Program Organization 27



CPU Pro
GFK-2950K

Program Organization

gr amme reBlanudRe f er enc Section 2
Feb 2023

Interrupt Block Scheduling .

If a parameterized block or external block is triggered by an interrupt, it inherits %P

data as its %L local data. For example, a %L00005 reference in the parameterized
block or C block actually references %P00005. Interrupt blocks (C, LD, FDB or ST)
inherit FST_EXE from the _MAIN block.

Note: Timer function blocks do not accumulate time if used in a block that is executed as a
result of an interrupt .

Blocks that are triggered by interrupts can make calls to other blocks. The
application stack used during interrupt  -driven execution is different from the stack
used during normal block -structured program execution. In particular, the nested
call limit i s different from the limit described for calls from the _MAIN block. If a call
results in insufficient stack space to complete the call, the CPU logs an Application
Stack Overflow fault.

Note: We strongly recommend that interrupt -driven blocks not be called from the _MAIN block
or other non-interrupt driven blocks because the interrupt and non -interrupt driven
blocks could be reading and writing the same global memories at indeterminate times
relative to each other. In the following example ( Figure 14) INT1, INT2, BLOCKS5, and PB1
should not be called from _MAIN, BLOCK2, BLOCK3, or BLOCK4.

Figure 14: Conflict Avoidance when using Interrupt -Driven Blocks
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